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Assignment No. 11

|  |  |
| --- | --- |
| Title :  Objectives :  Problem Statement :  Outcomes:  Theory: | Implementation of Selection sort and bubble sort and Insertion sort in CPP.   1. To understand the concept of sorting. 2. To understand the concept and use of selection sort. 3. To understand the concept and use of bubble sort.   Write a CPP program to store first year percentage of students in array. Write function for sorting array of floating point numbers in ascending order using   1. Selection Sort 2. Bubble sort and display top five scores.    * Understanding the concept of sorting.    * Understanding the concept and use of selection sort.  Understanding the concept and use of bubble sort.   Selection Sort:  Selection sort carries out a sequence of passes over the table. At the first pass an entry is selected on some criteria and placed in the correct position in the table. The possibk criteria for selecting an element are to pick the smallest or pick the largest. If the smallest is chosen then, for sorting in ascending order, the correct position to put it is at the beginning of |

the table.

Now that the correct entry is in the first place in the table the process is repeated on the remaining entries. Once this has been repeated n-l times the n-l smallest entries are in the first n-l places which leaves the largest element in the last place. Thus only nI passes are required.

The pseudocode can be described as follows: procedure selection sott list : array of items n : size of list fori= I to n- I

/\* set current element as minimum\*/ min = i

/\* check the element to be minimum \*/ forj= i+l ton if listljl < listlminl then min = j; end if end for ![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCAAPAA8DASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD7z+IHiK+uPFk8GmXb2kXh/S5NRndY94EzqREhQfewPmx3rx/4a/FPxvdfEK9ivbiW2tLqVXuPMs3dQwgbbGF/5Y7v9ZjvivfvhDptwNN1TXtRQJqOt3slw6BgwjjUlYkyPRQW/wCBGuutNC07S7q+u7ezhgnvGD3MiL80pHQmgD//2Q==) swap the minimum element with the current element\*/ if indexMin i then swap list[minl and list[il end if end for end procedure

For example consider the following example of selection sort being carried out on a sample set of data:

9 2 5 748 on pass I look for smallest in 1st to 6th swap 2nd with first giving

2 9 5 748 on pass 2 look for smallest in 2nd to 6th swap 5th with second giving

24 5 7 9 8 on pass 3 look for smallest in 3rd to 6th swap 3rd with third giving

24 5 798 on pass 4 look for smallest in 4th to 6th swap 4th with fourth giving 24 5 7 9 8 on pass 5 look for smallest in 5th to 6th swap 5th with 6th giving 24 5 789 sorted.

Bubble Sort:

Bubble Sort is the simplest sorting algorithm that works by repeatedly swapping the adjacent elements if they are in wrong order.

The pseudocode can be described as follows: procedure bubbleSort( list : array of items ) loop = list.count; for i = O to loop-I do: swapped = false for j = O to loop-I do:

/\* compare the adjacent elements ![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCAAPAA4DASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD6J8P/ABG8eXvxgsUuLm8dJV0+1nkbT8brNr+dDI1sf9Xu+ZTN2Va9w8U2c3xF+JEmhLcXEGl6Jp4lvHt2Kl7qZgYk9QUjjdiPSdPavRv7Fsl1STU1tkW/aBbV7gKPMMSszKufQMzN9a5P4M6Xcr4buNf1BFXU/Edy+qzgNu2K+BBGD6JCIl+qmlYD/9k=)if list[jl > list[j+l] then /\* swap them \*/ swap( list[j], list[j+ll ) swapped = true end if end for

/\*if no number was swapped that means array is sorted now, break the loop.\*/ if(not swapped) then break end if end for end procedure return list

Example :

First Pass:

( 5 1 4 2 8 ) ![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCAALABEDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD9GI9Qh+JVre6JrfhPVtOsGjVml1AIiOwYMNhRycggEHjkV5hqXjPVvhv4kg0bwdqc/wARD5qxS6C/726s0JwXa57AAk4lznGByQa9c+JVnHfeFZbOXeILiSOOURSNGzLvGRuUggHocHkZB4JrR8M+FtI8J6ZFYaPp1vp9msYIhgQBc+p9T9aTAT+2dV/6Ak3/AH8j/wDiqK0d3sv/AHyKKQH/2Q==)( 15 4 2 8 ), Here, algorithm compares the first two elements, and swaps since 5> 1.

( 1 54 2 ![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCAASACsDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD7O/ZV8TN47k8a+JND1JtQ+G99qEX/AAjnmTGUqqRhbh8E5QNKGwh5A610Hxm8aXfwj8SeEfEvnPJoWqavb+H9Vt3Pyx/aWKwzr6bZNiYGM7+ckVzf7O/wfn+HvxO+JmtaZpk3hzwRr0tlNp2jTHgXCxuLidEzhFk3rkdSVz1pP2ttOm+IEfgL4e6Xum1LVvEdhf3IUZ+zWNpKJ5p3/ujciICMHc9BJ9Cq2/lTu7cHI/lSGRtrEAsw55GB9OlYXiTwjD4qs4Le4vdQtRCc5sLp4CT7lSCaxLH4U6fpl7Bex6v4hmkgfzljuNWldW9iC2CKCilY/GSHTb1LDxfpk3hW8ZtqTTnzLOUeqTqMf99hK9ChuobiFZY5o3RhkMjhgfoa8q1LTPG/xWhls76CDwd4akO145kW41CZPxBSL8ia6fwj8KND8F+G9P0TT47w2VlH5UXnXLSPjJPLMST17mgDrcnbGc8lQT/3y1czo9vFJ4x1i5eJGuVMEKzMoLiMwbigPXaWAOOmeaKKBHWp80a554oQn5/rRRQMiyVeYA4CqMD04qZVG0cD8qKKAP/Z)( 1 452 8 ), Swap since 5![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCAAPABkDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD9CLX4wrp+oLp/izTJvCd6zsiS3H72zm5+UpOvy8jPykA+/Fehx3CTQrKjqY25V1IIYeoPOc15Nf2fi/4vWLQypa+F/C9xvjaNtl1eXEeSpIOCiA+mCeBzXYeE/h3pvgfwHF4Y0eW5tdPjhkhSZ5WkmUuCCxYk5YE5HYUnsLqfP37TXxA1688T/Ds6FqUlj4eg8e6Vpd1LACDfTszmSMNjmKPaoJHViwP3RX1Rtm/56L+VfFvxp/ZN8TWOifDnTtH+IPiLVbaz8W6fK8Nw9ui2ihpC9wmV+Z1LZwc7snOa9x/4Ufrf/RSte/78W/8A8RSjsRPc/9k=)

# ( 1 4 52 ( 1 425 8 ), Swap since 5>2

( 1 4 2 5 8 ) ![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCAARABsDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD9Rby4aeznS0niS6KN5TNyobHGRxkZ68j615zF8VtT8HsIfHmjNpkHQa3p+64sX5+82Pmh+jZH+1W9B8KPCvhyQ6lo3hqxj1W3VmtyCUy5BAG7nGc46d65uT4Y698QQW8eayTp8nXQNJJit8f3JZM7pfcZ28dKQGh8Zvi5ZfDj4KeJ/HVs8WoW+naXLfWrQOHWZwP3RXBIKlyo698VD4F+Gen/APCH6S/iQNq2vywCa+vDJIPMmf53xg4ABYgD0Apvxm+Ddh41+AHij4eaLDDo9teaVLZ2McMYEdvJjMRCjsHCnFUfhr8YdMHgPQ4/Ecq6F4ggtlt9Q024fD29xH8ki9ORuU4buMHvTiS79D2Cq83+sg+p/kaKKCiSXoPqP5188/Er/kdtU/3k/wDQFoooW4+h/9k=)1 4 2 5 8 ), Now, since these elements are already in order (8 > 5), algorithm does not swap them.

Second Pass:

# 1 24 5 8 ), swap since

Now, the array is already sorted, but algorithm does not know if it is completed. The algorithm needs one whole pass without any swap to know it is sorted.

Third Pass:

![](data:image/jpeg;base64,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)
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After final pass will get the sorted list as : ( 1 24 58 )

Algorithm: Algorithm for Selection Sort:

Step 1 — Set MIN to location 0

Step 2 — Search the minimum element in the list

Step 3 — Swap with value at location MIN

Step 4 — Increment MIN to point to next element Step 5 — Repeat until list is sorted

Algorithm for Bubble Sort:

Step 1 — begin BubbleSort(list)

Step 2 — for all elements of list

Step 3 — if list[i] > list[i+l] then swap(list[i], list[i+l l) Step 4 — display list

Insertion Sort:

This is a in-place comparison based sorting algorithm. Here, a sub-list is maintained which is always sorted. For example, the lower part of an array is maintained to be sorted. A element which is to be 'inserted' in this sorted sub-list, has to find its appropriate place and insert it there. Hence the name insertion sort.

The array is searched sequentially and unsorted items are moved and inserted into sorted sub-list (in the same array). This algorithm is not suitable for large data sets as its average and worst case complexity are ofO(n2) where n are no. of items.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Step i |  | | | | | | | | | | Checking second element of array with element before it and inserting it in proper position. In this case, 3 is inserted in position of |
|  |  | |  |  | |  | |  | |
|  | |  | |  | |  | |  | |
|  |  | | |  | |  | |  | |
| step 2 |  |  | |  |  |  |  | |  | | Checking third element Of array with elements before it and insertinq it in proper position. tn this inserted in position or 3. |
|  | | 12 | |  |  | 9 | | 8 | |
|  |  | | |  |  |  | |  | |
| step 3 |  |  | |  |  |  |  |  |  | | Checking fourth element Of array with elements before it and inserting it in proper position. tn this case, S is inserted position of 12.  Checking nfth of array with elements before it and inserting it in proper position. In this case, 8 is inserted in position of 12. |
|  | |  | |  | |  |  |  | |
|  | | | |  |  |  |  |  | |
| Step 4 |  |  | |  |  |  |  |  |  |  |
|  | |  | |  | | 12 | |  |  |
|  | | | |  | |  |  |  |  |
|  |  | | | |  | |  | |  | | Sorted Array Order |
|  | |  | | 3 | | 8 | |  | |

Algorithm:

Algorithm for Insertion Sort:

Step I — If it is the first element, it is already sorted. retum l; Step 2 — Pick next element

Step 3 — Compare with all elements in the sorted sub-list

Step 4 — Shift all the elements in the sorted sub-list that is greater than the value to be sorted

Step 5 — Insert the value

Step 6 — Repeat until list is sorted

Algorithm for Shell Sort:

Step I — Initialize the value of h

Step 2 — Divide the list into smaller sub-list of equal interval h

Step 3 — Sort these sub-lists using insertion sort

Step 3 — Repeat until complete list is sorted

|  |  |
| --- | --- |
| Test Cases: | Input :Unsorted Array: [65 35 45 15 85 5 95 251  Output :SortedArray: [5 15 25 35 45 65 85 951  Insertion Sort:  Test Cases: Input: Unsorted Array: [65 35 45 15 85 5 95 251 Output :Sorted Array: [5 15 25 35 45 65 85 951 |
| Conclusion : | Thus, we implemented selection sort and bubble sort to sort and Insertion Sort the given army in ascending order. |
| Questions : | 1. What is sorting? 2. Why we need sorting? 3. Explain best, average, worst case analysis for selection and bubble sort. 4)What is stability in sorting? Which sorting algorithms are not stable? |

Code:-Insertion Sort.

#include <iostream>

using namespace std;

void insert(int a[], int n) /\* function to sort an aay with insertion sort \*/

{

    int i, j, temp;

    for (i = 1; i < n; i++) {

        temp = a[i];

        j = i - 1;

        while(j>=0 && temp <= a[j])  /\* Move the elements greater than temp to one position ahead from their current position\*/

        {

            a[j+1] = a[j];

            j = j-1;

        }

        a[j+1] = temp;

    }

}

void printArr(int a[], int n) /\* function to print the array \*/

{

    int i;

    for (i = 0; i < n; i++)

        cout << a[i] <<" ";

}

int main()

{

    int a[10],n,i;

    cout<<"Enter no of elements in the array";

    cin>>n;

    cout<<" Enter array elements"<<endl;

    for(i=0;i<n;i++)

    cin>>a[i];

    cout<<"Before sorting array elements are - "<<endl;

    printArr(a, n);

    insert(a, n);

    cout<<"\nAfter sorting array elements are - "<<endl;

    printArr(a, n);

    return 0;

}

Output:-

Enter no of elements in the array: 3

Enter array elements

12

23

34

Before sorting array elements are -

12 23 34

After sorting array elements are -12 23 34

Code:-Bubble Sort.

#include <iostream>

using namespace std;

class BubbleSort

{

    int a[20], i, n, j, temp;

public:

    void get()

    {

        cout << "ENTER THE NUMBER OF ELEMENTS IN THE ARRAY: " << endl;

        cin >> n;

        cout << "ENTER THE ARRAY ELEMENTS: " << endl;

        for (i = 0; i < n; i++)

        {

            cin >> a[i];

        }

    }

public:

    void display()

    {

        cout << "UNSORTED ARRAY ELEMENTS ARE: " << endl;

        for (i = 0; i < n; i++)

        {

            cout << a[i] << " ";

        }

    }

public:

    void sort()

    {

        cout << "\nSORTED ELEMENTS ARE: " << endl;

        for (i = 0; i < n; i++)

        {

            for (j = i + 1; j < n; j++)

            {

                if (a[i] > a[j])

                {

                    temp = a[i];

                    a[i] = a[j];

                    a[j] = temp;

                }

            }

            cout << a[i]<<" ";

        }

    }

};

int main()

{

    BubbleSort b;

    b.get();

    b.display();

    b.sort();

}

Output:-

Enter no of elements in the array: 3

Enter array elements

12

23

34

Before sorting array elements are -

12 23 34

After sorting array elements are -

12 23 34

Code:- Selection Sort.

#include <iostream>

using namespace std;

void selection(int arr[], int n)

{

    int i, j, small;

    for (i = 0; i < n-1; i++)    // One by one move boundary of unsorted subarray

    {

        small = i; //minimum element in unsorted array

        for (j = i+1; j < n; j++)

        if (arr[j] < arr[small])

            small = j;

// Swap the minimum element with the first element

    int temp = arr[small];

    arr[small] = arr[i];

    arr[i] = temp;

    }

}

void printArr(int a[], int n) /\* function to print the array \*/

{

    int i;

    for (i = 0; i < n; i++)

        cout<< a[i] <<" ";

}

int main()

{

    int a[10],n,i;

    cout<<"Enter no of elements in the array";

    cin>>n;

    cout<<" Enter array elements";

    for(i=0;i<n;i++)

    cin>>a[i];

    cout<< "Before sorting array elements are - "<<endl;

    printArr(a, n);

    selection(a, n);

    cout<< "\nAfter sorting array elements are - "<<endl;

    printArr(a, n);

    return 0;

}

Output:-

Enter no of elements in the array: 3

Enter array elements

12

23

34

Before sorting array elements are -

12 23 34

After sorting array elements are –

12 23 34